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An increasing number of companies are contributing to open source software (OSS) projects by assigning
their employees to advance their business objectives. These paid developers collaborate with volunteer
contributors, but the differing motivations of these two groups can sometimes lead to conflicts, which might
endanger the OSS project’s sustainability. This article presents a multi-method comparative study of paid
developers and volunteers in Rust, currently one of the most popular open source programming languages.
We compare volunteers and paid developers through contribution behavior, social collaboration, and long-
term participation. Then, we solicit volunteers’ perceptions of paid developers and explore the emotions
caused when volunteers transition to paid roles. We find that core paid developers tend to contribute more
frequently; peripheral paid developers contribute bigger commits and focus more on implementing features;
both core and peripheral paid developers collaborate more with volunteers but less intensively than expected;
and being paid correlates positively with becoming a long-term contributor. Our study also reveals existing
unfamiliarity and prejudices among volunteers towards paid developers, and that volunteer-to-paid transitions
can evoke negative community sentiments. This study suggests that the dichotomous view of paid vs. volunteer
developers is too simplistic and that further subgroups could be identified. Contributing organizations should
become more sensitive to how OSS communities perceive them when they attempt to get involved and make
improvements.
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1 Introduction
Open source software (OSS) has become the backbone of society’s technical infrastructure. A recent
report [88] estimates that up to 96% of commercial codebases contain OSS. Motivated by the huge
impact of OSS, a large number of companies have embraced open source to accelerate innovations,
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new approaches, and best practices [40, 42]. For example, most work in the Linux kernel today
is done by paid developers who are hired by companies, emphasizing the important role of paid
developers in OSS [22, 93].

Companies participate in OSS projects by tasking their employees to make specific contributions
to an OSS project, or by hiring volunteers from the project to do the same. (We use the term
‘paid developer’ to refer to those who are paid and tasked by a company to make contributions
to a specific OSS.) A company’s business objectives may affect the direction and scale of how its
paid developers make contributions to the OSS project that the company is involved in [109, 116].
Volunteers contribute to open source projects for other reasons, frequently for intrinsic motivations,
such as fun, but also to make a better product (to “scratch an itch” [77]), rather than pursuing
commercial objectives.
Corporate participation in open source is also a source of some concern for several reasons.

Contributions from a company may be highly specialized and specific to the company, and be
at odds with the project’s roadmap; integrating such contributions into the main development
branch may not be welcome [7]. Recent work found that dominant corporate participation may be
a threat to a project’s survival rate [107]. Diverging motivations and behavior that do not comply
with a project’s norms may lead to conflict within a project. Such conflicts may lead to companies
withdrawing their support from an OSS project and may also result in the turnover of individual
developers, including both paid developers and volunteers [85, 92].

One popular project where corporate involvement has also led to concerns is Rust, an open source
programming language governed by multiple teams [91], and which has been the ‘most loved’
language for seven years in a row [20]. Hundreds of companies globally use Rust in production,
replacing critical systems previously written in C/C++ [91], and since late 2022, Rust can also be
used to write Linux kernel components. One report estimated that 28% of commits to Rust were
made by paid contributors [70]. There are considerable concerns about corporate involvement in
Rust. One Rust member highlighted a lack of responsiveness to community concerns in a blog post
[101]:

“The core team repeatedly dismissed and maligned several members’ concerns about
the involvement of a company so heavily involved with producing spyware.”

Shortly after, the full moderation team that was responsible for upholding the code of conduct of
the Rust project, resigned on November 22, 2021 [3, 92]. The moderation team posted that their
resignation is “in protest of the Core Team placing themselves unaccountable to anyone but themselves”
[92]. The resignation of the moderation team and negative perspectives of corporate involvement
have gained wide attention in the Rust community [59], which would have led developers in Rust
to think more critically about the participation of companies in general, as well as governance
issues.

Maintaining sustainable development is crucial to OSS ecosystems, and a clear understanding of
the characteristics of both the developers assigned by companies and volunteers in the same OSS
project is essential to support this goal. As such, Rust can be considered an intrinsic case study
[23], that is, a case study selected on its own merits for its intrinsic features. Thus, the Rust project
is a potentially fruitful source to develop a better understanding of the differences and similarities
between paid developers and volunteers.
This study is guided by five research questions. First, we seek to compare paid developers and

volunteers in terms of contribution frequency, scale, and tasks. Employed developers typically
would work full-time on certain tasks, whereas many volunteers would have normal daytime jobs,
and contribute in their spare hours. Further, paid developers are more likely to work on specific
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tasks that they were assigned than volunteers, who would typically self-select tasks to work on.
Thus, our first research question (RQ) is:

RQ1: Do paid developers and volunteers differ in their contribution behavior to the
Rust project?

RQ1 compares paid developers and volunteers at an individual granularity. The success of an OSS
project relies on collaboration among its contributors [95]. However, the differing motivations and
organizational contexts of the two groups may shape distinct interaction patterns. Does it matter
whether contributors are paid or not when they collaborate? Do paid developers and volunteers
“play nice” together—do they work together on modules or code, or do they work on distinct parts
without overlap? Understanding whether and how they collaborate helps reveal the social dynamics
of OSS development. Thus, our second question is:

RQ2: Do paid developers and volunteers collaborate within the Rust project?
Of key importance is an OSS project’s continuity and sustainability; long-term contributors

(LTC) play a key role in the long-term health of a project [64, 114, 116]. Several factors that affect
a contributor’s likelihood of becoming an LTC have been studied, such as contribution models,
corporate dominance, and social links. However, prior research has not addressed the question of
whether becoming a paid developer affects becoming an LTC. Hence, we ask:

RQ3: Does being paid or not affect the likelihood of a Rust developer becoming a
long-term contributor to the Rust project?

Aside from actual contribution, how volunteers perceive paid developers is also important,
because volunteers’ perceptions of their paid ‘colleagues’ may shape their collaboration with
paid developers. As we illustrated above with the events around Amazon’s involvement in Rust,
volunteer developers may perceive paid developers as having a negative influence. However, no
evidence exists on this topic, hence, we ask:

RQ4: How do volunteers perceive the participation of paid developers in the Rust
project?

Volunteers in OSS projects can also become paid developers if they have an outstanding con-
tribution record, and if they need to secure financial support. Developers who transition from
volunteers to paid developers are usually key to the development of an OSS project and can have a
big impact on its development roadmap. While paid developersmay share a passion and interest for
a project, ultimately they have a different “master to serve.” An infamous example of this is the case
of the Debian project when a decision to pay two Debian volunteers (the ‘Dunc-Tank’ experiment)
led to a considerable uproar in the community [33, 71], and led some volunteers to reduce their
involvement: “Some people who used to do good work reduced their involvement drastically” [9]. The
literature shows that developers’ affective state can have an impact on work performance and team
collaboration [37, 68]. Yet, little is known about how such role transitions (from volunteer to paid
developer) affect the emotional dynamics within OSS communities. Understanding these emotional
responses is crucial, as they may influence community cohesion. Thus, our fifth research question
is:

RQ5: What emotions arise when Rust volunteers are hired by companies to continue
their work on Rust?

We conducted a mixed-methods study to address these questions. To answer RQ1, RQ2, and RQ3,
we developed five hypotheses and tested these using commit data from Rust’s code repository. To
answer RQ4, we conducted a survey to gather volunteer developers’ perceptions of paid developers;
we focused specifically on the five hypotheses mentioned above; we answer RQ5 by conducting
emotion analysis of the comments about a Rust volunteer becoming a paid developer. This article
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extends our previous study [106], which addressed RQ1 (contribution behavior), RQ3 (likelihood of
becoming a LTC), and RQ4 (perceptions of paid developers). We extended this initial study by two
complementary research questions (RQ2, investigating collaboration between volunteer and paid
developers; and RQ5, investigating emotional responses to volunteers being hired by companies).
We further refined the analysis of the initial RQs.

The findings show that paid developers and volunteers differ in several ways in how they con-
tribute. For example, core paid developers tend to contribute more frequently than core volunteers.
Although paid developers have more collaborations with volunteers, the collaborations are signifi-
cantly fewer in number than expected. Further, we found that being paid is positively associated
with becoming a long-term contributor to Rust. The survey results suggest that most volunteers
either have prejudices or are unfamiliar with paid developers. Finally, the results of emotion analysis
show that developers changing from Rust volunteers to being paid tend to invoke negative emotions,
such as anger, disgust, fear, and sadness. The proportions of emotions vary among the platforms
where the posts about the transition of volunteers to paid developers are published. Understanding
the differences and similarities between paid developers and volunteers in OSS projects and to
what extent we understand the two groups, can aid project leaders in steering their community.
Further, companies can refine their OSS engagement strategies by identifying gaps between their
contributions and volunteer expectations. Recognizing shared traits between the two groups may
promote fairer perceptions of paid developers, fostering more positive, productive, and sustainable
collaboration.

2 Hypothesis Development
Initially, open source softwarewas developed by volunteers; as Raymond characterized it, developers
(or ‘hackers’) wrote software to “scratch an itch” [77]. As paid developers are now commonly
members of open source projects alongside volunteers, conflicts may arise due to diverging views
on the future of a project. While paid developers may share a passion and interest for a project,
ultimately they have a different “master to serve.” We review prior literature that compares paid
and volunteer open source developers in terms of contribution characteristics, collaboration, and
long-term participation, resulting in five hypotheses.

2.1 Contributions of Paid and Volunteer Open Source Developers
Many studies have previously discussed differences between paid developers and volunteers,
with varying ways to distinguish these two groups. Several early studies established that some
OSS developers were paid for their work [38, 43, 55]. These survey studies indicated that many
respondents (38%-55%) contributed during normal working hours. These studies considered open
source development work that is effectively paid for by companies who support OSS communities—
whether these companies are aware of it or not [55]. Riehle et al.’s 2014 study of project repositories
considered contributions made from 9 am to 5 pm during weekdays as ‘paid work’; based on this
heuristic, they estimated that 50% of OSS work is paid for by companies [79]. However, a recent
study by Dias et al. of five company-initiated OSS projects found that most contributions happen
between 9 am and 5 pm for both paid developers and volunteers [25], which casts some doubt on
the conclusions in Riehle et al.’s earlier study [79].

The studies cited above do not clearly differentiate between what we label ‘purposeful’ sponsor-
ship through OSS contributions whereby companies purposefully task developers with contributing
to OSS projects, in alignment with corporate strategy, and ‘de facto’ sponsorship whereby devel-
opers contribute during work time but were not explicitly instructed to do so, or without their
managers’ approval and awareness. However, even early studies of OSS highlighted purposeful
sponsorship; for example, German reported in 2002 that Red Hat dedicated six full-time developers
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to the GNOME project [34, 35]. In the 20 years or so that have passed since these early studies,
purposeful sponsorship of OSS projects has become much more prevalent [cf. 21, 47, 70].

Determiningwhether anOSS developer is paid or a volunteer remains a challenge [5, 15].Whereas
early studies have relied on self-reporting surveys to characterize OSS communities [38, 43, 55],1
in more recent years researchers have started to infer this information from software repository
data using heuristics, such as the time at which commits are made [79], the email address domain
associated with commits [16, 70], or the site_admin flag that can be set for contributors in GitHub
organizations [26]. For example, Dias et al. [26] define internal developers as those who are paid by
the organization who open-sourced the project, whereas external developers are not employed
by that organization. In their study on effort estimation in OSS, Robles et al. [82] distinguished
between full-time and non-full-time developers, implying that those who are full-time are paid by
their employer to contribute to OSS projects, whereas those who are non-full-time may be either
paid or volunteer. Barcomb et al. argued that from a community’s perspective, volunteers may be
indistinguishable from non-volunteers [5].

Studying the differences between paid developers and volunteers provides an understanding of
these two categories of developers, who may have different reasons to contribute. Dias et al. found
that both internal developers and external developers are rather active: internal developers are
responsible for ca. 46% of the pull-requests vs. external developers’ ca. 54% [26]. Another study using
the same dataset and heuristic, investigated differences between employees and volunteers in terms
of their contributions and acceptance rates [73]. Volunteers face considerably more rejections (up
to 26 times more rejections of contributions) than employees, and have to wait considerably longer
than employees (on average 11 vs. 2 days, respectively). Another study by Dias et al. found that
volunteers’ contributions focus primarily on refactoring, and that corporate developers (employed
by the projects’ initiating company) focus more on management (including documentation) [25].
Rather than focusing on when contributions are made (work hours vs. spare time), we suggest

that a difference between paid developers and volunteers lies in the frequency with which they
contribute. Given that paid developers have more time to dedicate to the project, and that a lack of
time is a common reason experienced by volunteers, we hypothesize that:

Hypothesis 1 (H1): Paid developers contribute more frequently than volunteers.
Another way in which paid developers and volunteers might differ is the way they contribute

code; Pinto et al. previously observed that contributions by paid developers tend to be larger
than those from volunteers [73]. For paid developers, who work on behalf of their companies,
achieving their set goals may be more important than concerns such as maintainability of the code
[66, 84]. Merging code changes to an OSS repository is an onerous and time-consuming process for
maintainers [80]; paid developers may want to reduce the overhead of submitting commits and
contribute whole features, or complete tasks with as few commits as possible. Volunteers, on the
other hand, may have limited time and do not pursue business-specific requirements to make large
code changes. For paid developers, these considerations may not exist. Thus, we posit:

Hypothesis 2 (H2): Paid developers contribute larger chunks2 of code in commits.
Further, companies have specific business objectives when contributing to OSS, such as integrat-

ing their own products [104, 109], and paid developers are typically assigned particular tasks that
are important to their employer’s feature roadmap. Moreover, the effort required to implement new

1Even self-reporting can be problematic: while respondents may contribute to OSS during business hours, they may do so
without their managers’ awareness (as in the case of de facto sponsorship). In that case, are they paid for their open source
work?
2Inspired by Kolassa et al. [53], we measure a chunk as the sum of two variables: number of lines of code added and number
of lines of code removed in a commit.
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features is generally greater than that for other development activities [103], and paid developers
can dedicate more focused and sustained time to contributing to OSS projects. On the other hand,
volunteers tend to contribute to open source projects because of their interest and ‘passion’ [1, 100];
while motives will vary, volunteers who contribute to a project will want to see that project succeed
and improve over time. This means that rather than delivering business-ready features, we argue
they are more likely to make improvements through bug fixes and non-functional improvements.
Thus, we propose:

Hypothesis 3 (H3): Paid developers are more likely to contribute features than volun-
teers.

2.2 Collaborations among Paid and Volunteer Open Source Developers
OSS development relies on the collaboration of contributors distributed worldwide. Several studies
have investigated individual contributors’ collaboration, including collaboration visualization,
understanding, and improvement in OSS development [14, 62, 63]. A few studies have explored how
companies collaborate in an OSS project. For example, in their study of the OpenStack ecosystem,
Zhang et al. found that companies collaborate either intentionally or passively, or choose to work
in isolation [110]. Corporations’ culture and software development processes differ considerably
from volunteers in open source communities [85], which may inhibit any collaboration among
paid and volunteer developers. Further, paid developers are a minority in most OSS projects [5, 55],
and this is particularly true in the Rust project: over 90% of its contributors are volunteers [? ].
Companies are more likely to get involved in specific OSS projects that have already established
themselves as mature projects and thus can offer considerable business value [50], such as the
Linux kernel [93], OpenStack [105, 109], and Eclipse [12]. This suggests that paid developers join
an OSS project on their employer’s behalf when it is already mature; this in turn may limit their
collaboration with key volunteers who have gained a reputation or occupy positions of community
leadership. Thus, we suggest that:

Hypothesis 4 (H4): Paid developers tend to collaborate less with volunteers.

2.3 Becoming Long-Term Contributors
A key factor for the sustainability of OSS projects is to attract LTCs [114, 115]. Open source
communities attract a variety of developers with varying motivations to contribute. The duration
of contributors varies as well; some contributors contribute only once [56, 57]. Lee et al. [57]
found that the main reason for peripheral contributors not to continue contributing is that they
see “nothing else to contribute.” Calefato et al. studied open source developers who took a break
from contributing [11]. Amongst others, they found that all core developers in the 18 projects they
studied have taken a break in activity at least once.
Of particular interest to open source projects is, of course, whether developers continue to

contribute, i.e., whether they become LTCs. Several studies have focused on newcomers to open
source [13, 87, 90], developer turnover and retention in open source communities [58, 105, 116].
Zhang et al. found a positive association between the diversity of companies’ contribution models
and the number of volunteers [109] and a negative impact of company domination on the sustain-
ability of OSS projects. Valiev et al. [96] found that the involvement of companies has a significant
negative effect on the sustainability of projects in the PyPI ecosystem, with a shared opinion among
interviewees that companies’ support is not sustainable long term.
Zhou and Mockus studied factors that affect the chances that a contributor becomes an LTC

[115]. They found that contributors who get at least one issue reported in the first month to be
fixed can double their odds of becoming an LTC; the popularity of projects and low attention from
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peers can reduce those odds. Lin et al. found that developers are more likely to remain active when
they start contributing to a project early, modify rather than create files, and focus primarily on
code rather than documentation [58].
Intrinsic motivations may lead to a long-term bond between volunteers and an OSS project.

Previous work found that companies may withdraw from OSS projects for various reasons [105],
for example, when a company changes its business strategy towards an OSS project. In such a case,
paid developers may no longer be tasked to work on an OSS project. Thus, we propose:

Hypothesis 5 (H5): Paid developers are less likely to become long-term contributors.

3 Study Design
We conducted a mixed-method study of the Rust project using quantitative and qualitative methods
[28]. We selected Rust as a case study to investigate the tensions that might arise when companies
participate in an open source project. Initially created by Mozilla engineer Graydon Hoare in 2006,
the project is now managed by the Rust Foundation [91]. Rust is used in production by hundreds
of companies worldwide, who also participate in the development of the project. The influence of
corporate participation on the project, however, has led to concerns from the community [92, 101];
as mentioned briefly earlier, these tensions led to the resignation of the project’s moderation team.

We collected and cleaned the commit data of 4,117 Rust contributors (Sec. 3.1 and 3.2), conducted
comparisons to determine the differences and similarities between paid developers and volunteers
(Sec. 3.3), built a social network to analyze their collaboration likelihood (Sec. 3.4), and created a
statistical model to determine the probability of becoming long-term contributors (Sec. 3.5). We
then surveyed volunteer Rust developers (Sec. 3.6) to collect their views on paid Rust developers
and conducted an emotion analysis of the caused comments when a Rust volunteer became a paid
developer (Sec. 3.7). Figure 1 shows an overview of our methodology. An appendix provides the
data, scripts, and other resources [108].

Rust Git 
repository

112,969 commits

Rust Git 
repository

112,969 commits

RQ1: Do paid 
developers and 

volunteers differ in their 
contribution behavior?

RQ3: Are paid 
developers more likely 
to become long-term 

contributors?

RQ4: How do 
volunteers perceive 
the participation of 

paid developers?

Developer survey
n=53

Results of hypothesis 
tests H1-3 (Sec. 4.1)

Hypothesis test 
H5 (Sec. 4.3)

Developer 
perceptions (Sec. 4.4)

Research 
Question

Data

Analysis 
Procedures

Results

Rust Git 
repository

112,969 commits

RQ2: Do paid 
developers and 

volunteers 
collaborate?

Hypothesis test H4 
(Sec. 4.2)

Logistic 
regression 

models

RQ5: What emotions 
arise when volunteers are 

hired by companies to 
continue their work?

576 comments from Reddit, 
Hacker News, Rust forum, X

Distribution of Ekman’s 
6 basic emotions by 
platform (Sec. 4.5)

Social 
network 
analysis

Hypothesis 
testing

Thematic 
analysis

Emotion 
Analysis, 

DistilRoBERTa

Developer behavior Developer perception Sentiment analysis

Fig. 1. Overview of study design

3.1 Data Collection
Rust uses Git as its version control system. We obtained the commit metadata from GitHub, which
hosts the repository of the Rust project [18] by querying GitHub’s REST API. The period of the
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dataset is over 11 years, starting at Rust’s creation date (July 7, 2010) until December 16, 2021,
containing 114,074 commits.

Each commit includes the name and email of the author, a timestamp, a message description, and
the ‘diffs’ (the raw content of changes between different versions of a file). Previous research found
that automated bots, rather than human developers, also submit commits [2, 24]. We identified four
bot accounts, i.e., ‘bors’, ‘dependabot-preview[bot]’, ‘ImgBotApp’, and ‘dependabot[bot]’, which
together submitted 138 commits, based on the patterns identified by previous work [2, 24, 94, 109].
We also removed rollback and merge commits, leaving a total of 112,969 commits for analysis.
Below, we describe the procedures for cleaning the data.

3.2 Data Cleaning
3.2.1 Merging Multiple Identities. Developers may have multiple accounts when contributing to
open source projects, each of which may have a different name and email address [2, 8, 54]. To
establish an accurate representation of a developer’s activity and contributions, it is necessary
to merge multiple identities that belong to the same developer. We addressed this problem by
using a rule-based method [117], which augments the developer’s name and email address, and
has been shown to result in a high level of accuracy (with a precision close to 100%). For example,
accounts <John-Smith, johnsmith@gmail.com> and <John Smith, johnsmith@gmail.com> will be
merged because of the same email. The rules also apply to accounts with the same names. Using
this approach on an initial list of 4,673 author identities, 556 were merged, resulting in a list of 4,117
distinct authors. To assess the accuracy of this identity merge, we performed a manual verification
described in Sec. 3.5, through which we established that the accuracy of developers’ identities has
a 95% confidence interval of [0.99, 1].

3.2.2 Identifying Paid Developers. As mentioned earlier, determining whether a developer is paid
or a volunteer is not straightforward because developer affiliations are not directly recorded in
Git commits [109], and the Rust community does not have an official record of its contributors’
affiliations. We followed approaches used in other studies [16, 70, 116]. We first identified a de-
veloper’s affiliation at the time of each commit they made to Rust by the domain of their email
address. More specifically, if a developer uses an email with a free or general provider domain,
such as “gmail.com”, we consider them to be a volunteer. We used a list of free email provider
domains maintained in GitHub [48], which has been verified and used in other studies [96, 110], to
identify volunteers in the Rust project. Similarly, we assumed that every developer using an email
registered at a company or organization domain is a paid developer. For example, if a developer
used an email that ends with “@mozilla.com”, they were classified as a Mozilla employee, i.e., a
paid developer in Rust.

While this method works in many cases, this technique is not perfect. Paid developers might use
a personal email address to submit commits, even when they do so on their employer’s behalf—or,
indeed, vice versa. To improve the accuracy of developer affiliations, we conducted additional
checks by searching the Internet (using “Rust” and the developer’s name as keywords) and inspected
the first 20 results. We analyzed pages from LinkedIn or Rust’s official website, or the developer’s
personal homepage if it were accessible, to determine whether a developer is a volunteer or
paid to make contributions to Rust. Specifically, we carefully reviewed all content related to their
involvement in Rust, with particular attention to their affiliations and the corresponding timeframes.
When conflicting signals appeared—for example, a developer committing via a company email but
declaring themselves as a volunteer—we chose to respect the developer’s self-declaration. We used
this process to manually validate the top 500 developers in our dataset, ordered by the number
of commits, who together made 100,136 (87.9%) commits. In only 17 cases (3.4%), we identified
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discrepancies, i.e., developers contributing with a corporate email address, while they specified on
their résumé to be a volunteer contributor to Rust. In those cases, we registered their affiliation
as “volunteer” and checked all developers with the same domains. Finally, we also performed a
manual verification with developers described in Sec. 3.5 and obtained a 94.3% accuracy.
In our dataset, we identified 250 paid developers from 55 companies. Among them, Mozilla

employed 54 developers who contributed approximately 23% of all commits, making it the largest
corporate contributor to Rust apart from volunteers.

3.3 Comparing Paid and Volunteer Developers
To address RQ1, we conducted a series of analyses that sought to determine whether paid and
volunteer contributions to Rust differ, considering three metrics: contribution frequency (H1),
change size (H2), and task categories (H3).

3.3.1 Measuring Contribution Performance. Contribution frequency was measured by the number
of commits submitted by a developer within a fixed time frame. Following previous studies [69, 96,
97], we set the time frame to be one month, i.e., if a developer has contributed 100 commits during
3 months, their contribution frequency will be 33.3 (= 100

3 ). We measure change size by a widely
used metric [89, 97, 105]: lines of code (LOC) in a commit, calculated by the sum of added and
deleted code lines. For each developer, we took the median of the LOCs of all contributed commits
to represent their change size.

To determine the type of work carried out in a commit, we adopted the classification of dos Santos
and Figueiredo [27]: ‘feature,’ corresponding to new feature introduction; ‘corrective,’ related to fault
fixing; ‘perfective,’ based on system improvements; and ‘non-functional,’ referring to documentation
and non-functional requirements. We used their model, which uses natural language processing, to
classify the commits in our dataset. While other models exist, we used this model because it has a
high F-measure (91%) and is well documented. The output is a list of commit types. The model only
assigned the ‘unknown’ label to 553 (0.5%) commits, most of which have an uninformative message,
such as “Apply suggestions from code review.” When analyzing developers’ task preferences, we did
not consider commits labeled as ‘unknown.’ We validated the performance of the classification
model by randomly selecting 150 commits (error margin: 8%, confidence level: 95%) and manually
labeling by two of the authors. The results show that 84% of commits are given the same labels
from both the classification model and the manual validation. The high consistency demonstrates
the fit of the classification model we selected.

3.3.2 Classifying Developer Roles. The distribution of contributions in OSS projects frequently
follows the Pareto principle [36, 65, 109]: a relatively small group of developers (the core) drives
most of the work, while a larger group of contributors (the periphery) contributes a considerably
smaller amount. While the distribution between these two groups varies, Mockus et al., who first
observed this, identified a typical 80/20 distribution [65]. Independent of whether developers are
paid or volunteers, they may be core or peripheral contributors. Instead of comparing paid and
volunteer developers at a superficial level, we answer RQ1 at a finer granularity by comparing paid
and volunteer developers for each group, i.e., core and peripheral.

We adopt the widely used core-periphery structure [36, 96] to classify developers’ roles based on
the commit-based heuristic [17, 46]. Core developers are deemed to account for 80% of the commits
in Rust. The remaining developers are classified as peripheral developers.

3.3.3 Comparing Differences. Based on the measures of contribution frequency, change size, and
task categories, we explored the three hypotheses posited above to answer RQ1. Given the non-
normal distribution of the data, we used the non-parametric Mann–Whitney U test [60] to test
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for differences between paid developers and volunteers in different role groups (i.e., core and
peripheral). To reduce false discoveries brought by multiple hypothesis testing, we adjusted all
p-values using the Benjamini-Hochberg correction method [6]. We also report the effect size [32],
which assesses the strength of the relationship between investigated variables. We used the library
statsmodels for Python to calculate these statistics.

3.4 Measuring Collaborations with Social Network Analysis
To address RQ2, we investigated whether paid developers and volunteers work in an isolated way
or collaborate when contributing to the development of Rust. We applied social network analysis to
answer this research question, with developers represented as nodes, and collaborations as edges
between those nodes. Prior studies model developer collaborations based on social connections
found in software development artifacts, such as commits [110], code reviews [51], and issue reports
[61]. As evidenced by Meneely andWilliams [62], developer collaborations as measured by commits
to the same source code file are well reflected in developer perceptions when compared with other
development activities; that is, this measure is consistent with developers’ observations. Thus, in
this study, we also selected the commit data to model developers’ collaborations. Based on the
same principle, and following other studies conducting social network analysis [62, 89, 110], we
considered the existence of collaboration if two developers changed the same file within a period
of one month (not considering any commits that were reverted, as we noted in Sec. 3.1). We used
the number of files that were edited by two developers as the weight of the edge connecting those
two developers, indicating the frequency of collaboration.
The generated network contained 3,887 nodes (i.e., developers), including 250 paid developers,

3,637 volunteers, and a total of 46,551 edges between these nodes. We measured collaboration by
calculating the percentage of paid developers and volunteers in each developer’s direct neighbor
nodes (i.e., collaborators). The number of collaborations is the sum of weights on the edges of
the built social network. We followed the same procedures used to address RQ1, dividing paid
developers into core and peripheral groups to provide a detailed comparison of their collaboration
likelihood to validate H4: Paid developers tend to collaborate less with volunteers. For each group, we
employed two complementary approaches to measure paid developers’ collaboration likelihood:
macro-level and micro-level measurements.
At the macro level, we used the Wilcoxon signed-rank test [99] to compare the likelihood of

collaboration between paid developers and volunteers versus that among paid developers. This
non-parametric test captures overall tendencies across the Rust project, helping us detect whether
paid developers generally collaborate more with other paid developers or volunteers.
At the micro level, given the imbalance in the distribution of paid and volunteer developers

across the network, we constructed a permutation-based null model [30] to assess whether the
observed collaboration with volunteers is stronger or weaker than would be expected by chance.
Specifically, randomly shuffled the paid/unpaid labels of developers 1,000 times while preserving the
underlying network structure [30, 74]. For each randomized instance, we calculated the proportion
of paid developers’ collaboration involving volunteers, and compared the observed value to this
null distribution using a z-score and a one-sided p-value.

3.5 Modeling Long-Term Contributors
Following Zhou et al.’s [114] definition of LTCs,3 we characterized a contributor as an LTC if:

• they have contributed to Rust for 3 years or more, and

3defined as: “A participant who stays with the project for at least three years and is productive [114].”
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• they rank in the top 20% in terms of number of commits in at least three years.4

Both requirements should be satisfied. We found that 1,508 out of 4,117 developers (36.6%) joined
Rust less than three years at the time of the study, and thus, we could not assess whether they
would become an LTC (based on the definition above); thus, we removed these developers from the
analysis.

After determining whether a developer has been an LTC, we fit logistic regression models [44]
to investigate the association between being paid or not, and the likelihood of becoming an LTC,
and report the effect size of the independent variable with odds ratio. Previous studies [114, 115]
have found that a newcomer’s development ability, willingness to participate, and the environment
at the time of joining are associated with the likelihood of becoming an LTC. Following previous
work [114, 115], we measured a new contributor’s willingness and ability by the number and types
of tasks (e.g., the willingness and ability to fix bugs are stronger than writing documents [114, 115]).
Moreover, we extend the measurement of contributors’ willingness and ability to change size
(measured by LOC) because submitting large code changes may require huge efforts (what we
would call ‘strong willingness’) and can also convey a developer’s ability. Since all developers
share the same environment (i.e., Rust community), we excluded the environment factor. The
remaining measures are calculated based on the commit data of developers during their first month
of participation in Rust, as we sought to investigate whether being paid is linked to the probability
of a newly joined contributor becoming an LTC.

3.6 Volunteers’ Views on Paid Developers
The quantitative comparison of paid developers and volunteers presented in the previous sections
can convey behavioral differences. How OSS volunteers perceive paid developers cannot be deter-
mined from archival data, but clearly plays a role in whether their collaboration is harmonious or
subject to conflict. Therefore, we conducted a survey study to gain insight into how volunteers
perceive paid developers in Rust while focusing on the five hypotheses. The survey included both
closed and open-ended questions and required approximately five minutes to complete. The re-
mainder of this section outlines the question design, pilot testing, recruitment process, and analysis
of responses.

3.6.1 Questions. The survey sought to establish volunteer developers’ perspectives on paid devel-
opers within Rust. Specifically, we asked whether respondents agreed with the five hypotheses
(using a 5-point Likert scale, with anchors 1=Strongly disagree and 5=Strongly agree) [49] and
their perspectives with an open-ended question.

As part of the survey, we also conducted a validation of developer identities. Following previous
work [109], we adopted a less intrusive approach, i.e., for each unique pair of a developer’s identity
and affiliation, we randomly selected one commit and recorded the affiliation (or labeled as “volun-
teer”). We then asked respondents to either confirm or refute that these commits were done by
them with the given pair of identity and recorded affiliation.

The lead investigator’s institution did not require ethics approval for this study, and so while we
did not have a formal study ethics application approved, we followed established best practices.
Respondents were informed of the purpose of the study, and of the voluntary nature of participation.
No personally identifiable information was collected. The collected data were stored securely with
multi-factor authentication. All responses were treated anonymously, and we ensured that no
respondent could be identified through our reporting.

4The Pareto principle (20/80) phenomenon have been frequently encountered in software engineering [65, 109, 113], and so
we deem 20% a reasonable threshold.
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3.6.2 Pilot Study. We conducted a pilot with five randomly selected developers first. One of the
contacted developers is the Executive Director of the Rust Foundation, who offered to help us by
encouraging developers who received the survey invitation to participate. Based on the feedback
from the pilot, we added minor changes in some key terms in the hypotheses, such as adding the
sentence “(namely, staying for a relatively long time and making significant contributions)” to
explain what a long-term contributor is, and refining collaboration to working on the same code
modules or files.

3.6.3 Survey Respondents and Responses. We randomly selected 350 developers from those who
were ranked in the top 20% by their commit count, with an error margin of 5% and a confidence
level of 95%. We did not exclude paid developers at this point, allowing us to check the affiliations of
developers, if indeed they were paid. Among the 350 survey respondents, 59 were paid developers.
We then sent the revised survey to the 350 selected developers; of those, 122 emails were not
delivered.

After two months, we obtained a total of 53 replies (a response rate of 23.2% ( 53
350−122 )), of which

five responses came from paid developers. Since we sought to understand volunteers’ perceptions
of paid developers’ participation in Rust, only the volunteers’ level of agreement on the five
hypotheses and further explanations are considered for answering RQ4. The five responses from
paid developers were used only to validate their identities and affiliations; one of them indicated a
different affiliation that was manually corrected.

3.6.4 Qualitative Analysis. We followed the guidelines by Seaman [86] to code developers’ expla-
nations of their agreements with the five hypotheses:

(1) Initially, two investigators thoroughly read the original responses. After getting a comprehen-
sive understanding of the collected open-ended answers, we examined developers’ responses
sentence by sentence and transformed key phrases into concise labels as initial codes. Table 1
shows a coding example.

(2) Within our established set of codes, we revisited the meaning of each code and merged codes
that had overlap. For instance, we discovered that “more working hours” and “full-time job”
both suggested that paid developers have more time to make contributions to Rust, then we
merged them into one code “more time.”

(3) To minimize the impact of personal bias, a series of face-to-face meetings were conducted
(approximately 4 sessions, each lasting 20 minutes or more) to discuss the coding results and
resolve any variance in coding. Through this process, we found agreement in the final set of
categories of responses listed in Tables 4-8.

We provided the coding data and step descriptions in the online appendix [108].

Table 1. Example of open coding developer responses

Response text Codes

“Volunteers usually develop for fun. Obviously, implementing
features is more exciting than fixing bugs. Developers are paid
to develop Rust because Rust is critical to their company. So, it is
more likely that paid developers fix bugs and do non-functional
improvements according to the needs of the company.”

Volunteers develop for fun;
non-functional improvements;
Paid developers follow the com-
pany’s needs
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3.7 Analysis of Developer Emotion when Volunteers are Hired
It is common for companies to hire volunteers who are established contributors in OSS projects
that companies are interested in. In our initial investigation of Rust forums, we observed several
discussions about this phenomenon. RQ5 explores how people react when organizations hire Rust
volunteers. To this end, we first collected comments in the posts that discuss the role transition from
volunteers to paid developers; we then conducted an emotion analysis based on these comments.
Within the dataset constructed in Sec. 3.1 and 3.2, we identified 30 developers who had role
transitions, and among them, 24 had transitioned from volunteers to paid developers. For each
developer, we sought to collect background information regarding their transition; using Google’s
search engine, we used a search string composed of the developer’s name, the term ‘Rust,’ and the
company that hired them. We visited the top 20 links to collect any posts and discussions about the
hiring of this developer by the given company. We also performed snowball sampling [72] based
on the selected links. Specifically, if any comments linked to other posts about Rust volunteers
becoming paid developers, we collected those online records too. We stopped retrieving when no
new relevant links could be found. In this process, we identified 12 relevant posts, each containing
between 6 and 166 comments (see Table 2).
Seven posts were from Reddit,5 three posts from Hacker News,6 and two posts published on X,

formerly known as Twitter. For each post link, we applied Requests [19], a popular HTTP library
for Python, to retrieve the comments of the selected posts. This procedure led to a total of 650
comments.
Following other studies [10, 83], we applied a DistilRoBERTa-based model [39] to classify any

emotions within the collected comments. This model has been trained on a combination of six
diverse datasets and can predict English text data into Ekman’s six basic emotions [29], plus a
neutral class: anger, disgust, fear, joy, neutral, sadness, and surprise. Specifically, we leveraged the
public API of HuggingFace7 to detect the emotions. We also validated the accuracy of the classified
emotions. Specifically, we randomly selected 100 comments, and two investigators manually labeled
any emotions in these comments. The results show that only for 17 comments, human-assigned
labels were different from those assigned by the DistilRoBERTa-based model. The consistency rate
(83%) indicates the emotion analysis tool is reliable to a certain extent. We provide the collected
comments and identified emotions in our online appendix [108].

4 Results
4.1 Contributions of Paid and Volunteer
To compare paid and volunteer contributors, we first divided developers into two groups (see
Sec. 3.3): peripheral and core, and then compared paid developers with volunteers on three metrics
in each group: contribution frequency, change size, and task preference. Only a small portion of
developers that are classified as core, 7.0% (272), is responsible for 80% of commits in Rust. The
proportion of paid developers in the core group (20%, n=55) is higher than in the peripheral group
(5%, n=195). We analyzed the comparison of contributions between paid and voluntary developers
for each group as follows.

4.1.1 Peripheral Developers. We compare the contribution behavior of paid and voluntary develop-
ers in the periphery group on contribution frequency, change size, and task preference. The left pair
of boxplots in Figure 2 shows that the distribution of contribution frequency of volunteers and paid
5https://www.reddit.com/
6https://news.ycombinator.com/news
7A popular community that helps users build, deploy, and train machine learning models.https://huggingface.co/j-hartmann/
emotion-english-distilroberta-base
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Table 2. Overview of the 12 posts about volunteers’ transition to paid developers

Source Post subject No.
comments Illustrative comment Emotion

Reddit [Name] joins the Rust
team as a full-time devel-
oper

6 “Awesome. He had been a super productive
contributor already.”

Surprise

AWS hires Rust compiler
team co-lead [Name]

6 “Do you work for Amazon? If so, do you
know if they hire remote?”

Neutral

Themore things change... 29 “Good luck working at Amazon, I’ve heard a
lot of horror stories so hope [Name] comes
out okay.”

Fear

[Name] heading up Face-
book’s Rust team

70 “I’m really happy to see the significant wave
of people joining FAMAG companies to work
on Rust full time.”

Joy

[Name] working fulltime
on the compiler at AWS

20 “Oh, right, I remember seeing the announce-
ment!”

Surprise

Starting at PingCAP 7 “PingCAP database looks very nice already. It
is great they can hire good profiles like you!”

Joy

[Name] is stepping back
from the Rust core team

9 “Only because he wants to focus more heav-
ily on other Rust things though: ... as lead of
the language design team and tech lead of
the AWS Rust Platform team.”

Neutral

Hacker
News

Rust [Name] is now at
Apple working on Swift

61 “I have heard rumors that someone (I have no
idea who) has been fired from Apple for con-
tributing to Rust without permission a while
back. Some employers do not like employees
doing things on the side without permission.”

Disgust

AWS hires Rust compiler
team co-lead [Name]

166 “It’s great that AWS wants to have the Rust
team onboard, but in my experience, at least
AWS has been good at leeching Open Source,
rather than fostering it. Open source isn’t
part of their culture.”

Sadness

How the AWS team will
contribute to Rust’s suc-
cess

72 “No offense to [Name], but this is a com-
pletely vacuous post without a single con-
crete promise. I don’t really see the point,
except for PR, recruiting or internal signal-
ing.”

Anger

X [Name] joining @Mi-
crosoft to work on the
@rustlang...

95 “Congratulations!” Neutral

[Name] joining @Cloud-
flare as a systems engi-
neer...

109 “That’s awesome congrats and it’s nice to see
a go heavy shop adopting rust.”

Joy
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Fig. 5. Task distributions of core developers.

developers is similar. Specifically, the median frequency for both peripheral volunteers and paid
developers is 1 commit per month. A Mann-Whitney U test [60] indicates there is no statistically
significant difference (p = .20). Thus, H1 is not supported for developers in the periphery.
The first paired boxplots in Figure 3 show the LOC distribution of peripheral volunteers and

paid developers. Specifically, the median LOC of commits contributed is 12 for volunteers, and 15
for paid developers in the peripheral group. A Mann-Whitney U test to assess the significance of
the difference between peripheral paid developers and volunteers in terms of the LOC distributions
shows a statistically significant difference (adjusted p = .009), although with a small effect size8 of
.11. The results indicate that peripheral paid developers tend to contribute a bit larger code changes
to OSS projects than peripheral volunteers, in support of H2.

Figure 4 shows the distribution of four task ratios of voluntary and paid developers in the periph-
eral group. In the median, 25% of commits contributed by peripheral paid developers implement
features (nearly zero for volunteers); we observe statistical differences between the percentage
distributions of features contributed by volunteers and paid developers (adjusted p < .001 and
effect size = .20). Further, we can see that perfective commits has the highest ratio in both paid
and voluntary developers: in the median, 33.3% of the paid developers’ commits are perfective
(50.0% for volunteers). These results indicate that, while developers spend most of their time on

8effect size ≥ 0.1 (small) ≥ 0.3 (medium), and ≥ 0.5 (large) [32].
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improving code, paid developers tend to contribute slightly more towards features when compared
to volunteers in the peripheral group. These results support H3.

4.1.2 Core Developers. Among the 272 core developers, 55 are paid developers and 217 are vol-
unteers. The right paired boxplots in Figure 2 present the contribution frequency distribution of
core voluntary and paid developers. When compared with peripheral developers, both paid and
voluntary developers in the core group have a higher frequency; the median number of contributed
commits per month is 4.4 for volunteers and 8.5 for paid developers. This difference is significant
(adjusted p < .001) with a medium effect (= .43), and suggests that paid core developers tend to
contribute more frequently than volunteer core developers of Rust. These results lend support to
H1 in the core group.
The second pair of boxplots in Figure 3 shows the LOC distributions of paid and voluntary

developers in the core group. Both distributions have similar median and average values. For
example, core developers, whether they are paid or volunteer, contribute commits with a median of
23 edited lines of code. The result (p=.63) indicates there is no support for H2 for core developers.
We also compare the four task distributions of core contributors, as shown in Figure 5. In the

median, the most common task is ‘perfective’ for both paid and volunteers, followed by feature
and corrective commits; non-functional tasks account for the smallest proportion of their commits.
A Mann–Whitney U test [60] of feature distributions obtains a p=.80, indicating that there is no
significant difference between paid and voluntary developers. Thus, H3 is not supported for core
developers.

Summary for RQ1: Paid developers and volunteers differ in their contribution behavior: paid
core developers tend to contribute more frequently to Rust than volunteer core developers;
peripheral paid developers tend to contribute bigger commits and focus more on implementing
features when compared to peripheral volunteers.

4.2 Collaboration between Paid Developers and Volunteers
We use social network analysis to explore whether being paid affects development collaboration
in Rust to test H4. Similar to how we addressed RQ1 in Sec. 4.1, we divide paid developers into
peripheral and core groups, and then compare their collaboration likelihood with volunteers or
paid developers in both macro and micro perspectives.
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Fig. 6. Paid developers’ collaborations with other paid developers (green box) and volunteers (pink box) across
two groups: peripheral paid developers and core paid developers.
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Based on the collaboration network we built in Sec. 3.4, for each paid developer, we counted
the number of collaborations they had with volunteers and paid developers, respectively. Figure 6
shows the collaboration distribution of paid developers with volunteers and other paid developers,
organized by peripheral and core paid developers. Across both groups, paid developers tend to
collaborate more with volunteers. Specifically, in the median, peripheral paid developers tend
to collaborate three times with other paid developers and 8.5 times with volunteers; core paid
developers collaborate 3.4 times more with volunteers than with paid developers (468 vs. 139).
At the macro level, we compared the differences between the collaboration of the two groups’

paid developers with volunteers and paid developers using the Wilcoxon signed-rank test [99]. The
results show that both groups of paid developers are more inclined to collaborate with volunteers
when compared with paid developers (all p-values < 0.0005). One possible reason may lie in the
uneven distribution of volunteers and paid developers in the Rust community. Specifically, the
number of volunteers is 15 times that of paid developers. Thus, we further performed a permutation-
based analysis at the micro level. The results confirm that the observed level of paid developers’
collaboration with volunteers is significantly lower than expected under the null model. Specifically,
core paid developers exhibit an observed collaboration ratio of .73 compared to a randomized
mean of .93 (z = −1.36, p = .02), while peripheral paid developers show an even stronger deviation
(observed = .65, randomized mean = .93, z = −6.31, p = .001). These results indicate that although
paid developers appear to collaborate frequently with volunteers overall, their actual preference
is weaker than expected under random mixing, especially for peripheral contributors. Based on
the results, we conclude that while the macro-level analysis does not support Hypothesis 4, the
micro-level analysis provides supporting evidence.

Summary for RQ2: Although paid developers appear to collaborate more with volunteers
overall, permutation-based analysis reveals that, at the micro level, their collaboration with vol-
unteers is weaker than expected given the skewed distribution of paid and volunteer developers
in Rust.

4.3 Becoming Long-Term Contributors
We now address RQ3; in Sec. 2.3, we hypothesized H5: Paid developers are less likely to become
long-term contributors. To evaluate this, we applied a logistic regression model.
We considered two other factors that could have an impact on the probability of becoming an

LTC: new joiners’ willingness and ability during the first month of contributing to Rust. We used
the commit type with the most commits, the number of contributed commits (i.e., the contribution
frequency), and the change size (median LOC in all commits) to measure a developer’s willingness
and ability. We introduced detailed measurements of these factors in Sec. 3.5. Before fitting the
attributes in the model, we calculated correlations but found no evidence of collinearity. Developers
who joined Rust after 2018-12-16 were excluded because it would be impossible to determine
whether or not they are LTCs at the time of our analysis. The regression is:

isLTC ∼ Being Paid + Contribution Frequency + LOC + Task Type

Table 3 shows the results of the fitted model. The p-value of this model is < .001, indicating the
regression is statistically significant [67]. The positive coefficient and p-value of Being Paid indicate
that paid developers tend to have a higher probability of becoming long-term contributors when
compared with volunteers, contradicting our hypothesis. One reason might be that paid developers
have a secure income, a lack of which is a common reason for volunteer turnover in OSS projects
[31, 45]. The positive relationship indicates an opportunity to cultivate long-term OSS contributors.
Further, future studies aiming to predict LTCs should consider whether contributors are being
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Table 3. Results of the logistic regression model (n=2,609)

Variable Coefficient Standard error z Pr(>|z|)

(Intercept) −4.90 0.41 −11.95 0.00
Being Paid 1.55 0.25 6.29 0.00
Contribution Frequency 0.82 0.12 6.91 0.00
LOC 0.17 0.11 1.59 0.11
Corrective −0.16 0.34 −0.48 0.63
Perfective 0.08 0.29 0.29 0.77
Nonfunctional −0.01 0.58 −0.02 0.99
* LLR p-value = 2.96e-23; Pseudo R-square = 0.13.

paid. Another reason may be related to the initiation history of the Rust project: Rust began as
a personal project in 2006 by Mozilla employee Graydon Hoare, and Mozilla officially sponsored
the Rust project in 2009 and assigned over a dozen engineers to work on Rust full time [98]. Thus,
this group of paid developers from Mozilla may perhaps more easily become LTCs, which may
explain the positive coefficient and p-value of Being Paid and isLTC. Developers employed at other
companies than Mozilla may not become an LTC as readily.

As expected, Contribution Frequency is statistically significant, suggesting that the participation
frequency in the first month is an indicator of becoming an LTC in Rust. Contributing more commits
demonstrates the willingness and ability of newcomers, which are two factors in becoming LTCs,
and is consistent with prior work [115]. Surprisingly, Task Type is not statistically significant,
suggesting that in the context of commits, the type of contributions does not influence whether
newcomers become LTCs.

Summary for RQ3: Being paid is positively associated with becoming a long-term contributor
in the Rust project, contrary to our hypothesis.

4.4 Volunteers’ Perceptions of Paid Developers
To address RQ4, we solicited volunteers’ perspectives on paid developers’ contributions in terms of
the five hypotheses (see Sec. 2). Tables 4 to 8 present the results, where ‘M + N’ in the first formula
represents the number of respondents who selected ‘strongly agree’ and ‘agree’ (and similarly,
‘strongly disagree’ and ‘disagree’), respectively. We group the reasons for ‘strongly agree’ and
‘agree’ together, and the same for ‘strongly disagree’ and ‘disagree.’ A single response could include
multiple reasons, which is why the sum of reasons can be higher than the number of respondents
per option.

Table 4 shows the synthesized reasons for respondents’ level of agreement with H1. More than
half (33, 68.8%) of respondents agreed with H1, though reasons varied. Only five respondents (10.4%)
indicated disagreement towards H1, and ten respondents remained neutral. For the responses
supporting H1, “having more time” (including both working hours and spare time) is the most
common reason. Further, respondents also pointed out that clear goals and obligations of paid
developers force them to contribute more frequently. Developers holding opposing or neutral
views indicated that task difficulty, personal choice, passions, and experiences can also affect
developers’ contribution frequency. The quantitative analysis showed that being paid only has a
significant difference when developers are core members of Rust. This may indicate that only core
paid developers can fully work on Rust, while this is not the case for most paid developers in the
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periphery. However, 68.8% of respondents agreed with H1, suggesting that most volunteers have a
higher expectation of paid developers’ contribution frequency.

Table 5 shows the synthesized reasons for the respondents’ level of agreement with H2. Twenty-
one (43.8%) respondents agree with H2, the same number of respondents hold a neutral stance,
and six (12.5%) respondents disagree with H2. The most mentioned supportive reason (n=15) for
H2 is similar to H1: paid developers have more time to prepare big code changes. Six respondents
(four ‘agree’ and two ‘neutral’) pointed out that paid developers are assigned to work on specific
features, which usually end up with large code dumps. The most common reasons for the ‘Neutral’
and ‘Disagree’ options are the same, i.e., the scale of commits is mainly determined by developers’
personal style. One respondent indicated that paid developers tend to make more small changes. The
quantitative analysis indicated that only peripheral paid developers tend to contribute a bit larger
code changes to OSS projects than peripheral volunteers. This indicates that core paid developers
are suffering from an undeserved stereotype of contributing large chunks of code from over 40% of
volunteers.

Table 6 shows volunteers’ perspectives towards H3, namely that paid developers focus primarily
on adding new features. Most (n=22, 45.8%) respondents remained neutral, 14 (29.2%) respondents
indicated agreement, and 12 (25.0%) disagreed with this. For those agreeing, respondents pointed
out that implementing features will gain more recognition from an employer than other types of
contributions, such as writing documentation, and companies’ needs from OSS projects are usually
adding specific features. Features usually require considerable time to be designed, tested, and
implemented. “Having more time” is another reason (3 ‘Agree’ and 1 ‘Neutral’ mentioned this). These
reasons may explain the quantitative results for RQ1, i.e., why peripheral paid developers are more
inclined to contribute features when compared with volunteers. Eight respondents who selected
‘Neutral’ or ‘Disagree’ held the view that, whether or not paid developers prefer implementing
features “varied with assignments” : some are paid to work on Rust in a way they see fit; others are
paid to implement specific features. This reason was also mentioned in their perspectives of H1 and
H2. Four volunteers who disagreed with H3 believe that paid developers tend to “do boring work
nor interesting features,” which also shows some volunteers’ prejudice against paid developers.

We also collected and analyzed developers’ perspectives on H4 related to paid developers’ collabo-
rations with volunteers. Most (n=26, 54.2%) respondents disagree with H4, i.e., paid developers tend

Table 4. Volunteers’ responses to H1: Paid developers contribute more frequently than volunteers

Option Reasons n

Agree
(33=12+21, 68.8%)

Have more time to contribute 22
Clear goals reduce time to determine tasks 8
Obligation forces frequent contributions 5
No explanation 7

Neutral
(10, 20.8%)

Depend on various factors 2
Mostly do proprietary projects 1
No explanation 7

Disagree
(5=1+4, 10.4%)

Mostly do proprietary projects 2
Varies with assignment type 1
Personal choice 1
Depend on task difficulty 1
Paid developers tend to be more senior, do more management 1
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Table 5. Volunteers’ responses to H2: Paid developers may contribute larger chunks of code in commits.

Option Reasons n

Agree
(21=7+14, 43.8%)

Have more time to prepare big code changes 15
Adding features requires large code changes 4
No explanation 5

Neutral
(21, 43.8%)

Personal choice 7
Adding features requires large code changes 2
Have limited time to prepare large changes 1
Depends on projects 1
No explanation 11

Disagree
(6=1+5, 12.5%)

Personal choice 2
Varies with assignment type 1
Do more small changes 1
No explanation 2

Table 6. Volunteers’ responses to H3: Paid developers are more likely to contribute features than volunteers.

Option Reasons n

Agree
(14=2+12, 29.2%)

Implementing features is more fruitful 4
Company’s needs are new features 4
Have more time to implement features 3
No explanation 4

Neutral
(22, 45.8%)

Varies with assignment type 5
Have no preference 3
Personal choice 3
Have more time to implement features 1
No explanation 10

Disagree
(12=7+5, 25.0%)

Do boring work nor interesting features 4
Varies with assignment type 4
No explanation 5

to collaborate less with volunteers. We categorized the collected reasons into three types: (1) Eight
respondents (16.7%) believe that paid developers have no preference for either type of contributor to
collaborate with. A developer’s techniques and skills may determine who will be their collaborators.
(2) Seven respondents indicated that H4 does not correspond with their experience in Rust because
they see volunteers and paid developers collaborate together. (3) Two respondents believe that the
Rust community supports collaboration between volunteers and paid developers. Nine respondents
did not provide any explanation. Twelve respondents (25%) agreed with H4. The most common
reasons for agreement are that paid developers prefer to collaborate with developers from the same
company, and they have no interest in the type of work that volunteers primarily do in Rust, such
as documentation and maintenance. Ten respondents remained neutral; seven of those did not
provide any explanations. Combined with the quantitative results indicating that whether paid
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Table 7. Volunteers’ responses to H4: Paid developers tend to collaborate less with volunteers.

Option Reasons n

Agree
(12=2+10, 25.0%)

Prefer collaborate with developers from the same company 5
Not interested in what volunteers mainly do 3
Work is not attractive to others 1
Dayjob hampers collaboration 1
No explanation 2

Neutral
(10, 20.8%)

Varies with assignment type 1
Happen in mentoring situations 1
See volunteers and paid developers collaborate together 1
No explanation 7

Disagree
(26=16+10, 54.2%)

Have no collaboration preference 8
See volunteers and paid developers collaborate together 7
Community is supportive of collaboration 2
No explanation 9

Table 8. Volunteers’ responses to H5: Paid developers are less likely to become long-term contributors.

Option Reasons n

Agree
(7=0+7, 14.6%)

Lack personal attachment 3
Withdrawal after goal achievement 2
Contribute less if unpaid 2
No explanation 1

Neutral
(26, 54.2%)

Becoming LTCs is hard for both 4
Vary with assignment type 3
LTCs first then being paid 2
Contribute less if unpaid 1
No explanation 16

Disagree
(15=9+6, 31.3%)

Being paid ensures long term 4
LTCs first then being paid 2
No explanation 9

developers are peripheral or core to Rust, they collaborate more with volunteers, we can observe
that certain volunteers in the Rust community exhibit some bias against paid developers.
Table 8 shows respondents’ categorized perspectives towards their agreements of H5, that is,

paid developers are less likely to become long-term contributors. Only seven (14.6%) respondents
indicated agreement, and their reasons were in line with our hypothesis: companies may withdraw
from OSS projects once their business goal has been achieved, or changes; paid developers may
lack personal attachment to the OSS projects and may become less active (or even disappear) when
they are no longer paid. More than half of (n=26, 54.2%) respondents held a neutral stance. Fifteen
respondents (31.3%) disagreed with H5: (1) Seven respondents simply indicated this hypothesis
contradicted their experience in Rust (or other OSS projects). (2) Four mentioned that being paid
ensures long-term contributions because of secure income. (3) Two volunteers explained that
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developers are usually long-term contributors before being paid by companies. The results of the
regression analysis in RQ3 show that being paid is a significantly positive factor in becoming
a long-term contributor. Reasons such as having a secure income or already being a long-term
contributor may explain the modeling results (see Table 8). Over half of the neutral responses
indicate the need to further study the relationship between being paid and developers’ long-term
participation.

Summary for RQ4: Hypothesis H1 is supported by the majority of respondents: almost 70%
of survey respondents agree that paid developers contribute more frequently than volunteers.
Key reasons are that paid developers have more time, have clear goals, and do so because they
are paid. H2 is not clearly supported, as Ca. 44% of respondents believe that paid developers
contribute larger commits, while ca. 44% is unsure, and the remaining 12.5% disagree. H3
is largely unsupported, with approx. 70% of volunteers were unsure or disagreed that paid
developers focus primarily on adding features. The same for H4 and H5: more than half of the
respondents believe paid developers and volunteers collaborate well in Rust; Only 14.6% of
volunteers agreed that paid developers are less likely to become long-term contributors, ca. 30%
disagreed, and over 54% were unsure.

4.5 Community Emotions When Volunteers Become Paid Developers
To explore how the Rust community reacts when volunteers transition to paid developers, we
retrieved 650 comments from 12 relevant posts, where the numbers of comments range from 6 to
166, and conducted emotion analysis, as introduced in Sec. 3.7. Figure 7 shows the distribution of
the seven identified emotions in the community discussions about Rust volunteers becoming paid
developers. As Fig. 7a shows, ‘neutral’ is the most common emotion (56%). The emotions ‘joy’ and
‘surprise’ account for 31% of the comments. In contrast, we found 13% of the comments express
negative emotions, including ‘disgust’ (7%), ‘sadness’ (3%), ‘anger’ (2%), and ‘fear’ (1%). While
relatively limited in proportion, this does show that some people are concerned about volunteers
being hired by companies to contribute to Rust. The 24 volunteers who subsequently transitioned
to paid positions contributed an average of 142 features, far exceeding the overall average of 11
among all Rust contributors, and 22 of them were core developers. Their strong potential to shape
the project’s roadmap may partly explain the negative emotions observed within the community.
When we consider the distribution of emotions expressed across the three different platforms

(i.e., X (formerly Twitter), Reddit, and Hacker News), the results are a bit more nuanced (see
Figure 7b). The most common emotions are ‘neutral’ in the discussions posted on the platforms
Reddit and Hacker News. Different from comments in posts published on X, the proportions of
negative comments (including ‘anger,’ ‘disgust,’ ‘fear,’ and ‘sadness’) on Reddit and Hacker News
are comparable to the percentages of positive emotions, respectively. Specifically, 19% (28 out of
147) and 12% (37 out of 299) of comments posted on the platforms Reddit and Hacker News express
concern about volunteers being hired by companies to contribute to Rust. For example, one person
commented:

“It’s great that AWS wants to have the rust team onboard, but in my experience, at least
AWS has been good at leeching Open Source, rather than fostering it. Open source is
not part of their culture.”

On X, the dominant emotion is joy (60% (122 out of 204 comments). Upon further investigation
of these comments, we found that the two posts on X are two Rust contributors’ announcements
of joining companies to work on Rust, and most of the ‘joy’ comments are like “Welcome to the
company” from new colleagues and ‘congratulations’ with a high spirit, such as “Tremendously
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exciting, congratulations!” The emotion differences between X and the other two platforms may lie
in their characteristics [4]: X is a social media for sharing short updates, opinions, and news to
the general public and has a diverse user base; Reddit and Hacker News are for community-driven
discussions across various topics and their users are usually from tech-savvy communities focused
on specific interests. Specifically, all seven posts from the Reddit platform are from the ‘r/rust’
subreddit, which is dedicated to discussing things related to the Rust programming language [76]. In
the social media platform, people may be more likely to say something nice, while in the technical
forums, same-interest-driven users are more likely to have in-depth discussions.
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(a) Overall emotion distribution.
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(b) Emotion distributions in the three sources.

Fig. 7. Emotion distributions in the discussions when volunteers become being paid in Rust

Summary for RQ5: Overall, the main emotion of comments on Rust volunteers becoming
paid by companies is neutral, and approximately 13% of comments express negative emotions,
showing that some people have concerns about commercial involvement in Rust. The developers
who transitioned to paid roles were highly active and influential contributors, whichmay explain
the negative emotions within the community. However, while most comments on Reddit and
Hacker News are neutral, on X emotions are primarily joyful, which may be caused by their
social characteristics.

5 Discussion
This study presents a number of key findings. This section discusses the implications of our findings.

5.1 Community Governing Policies and Interface Design
This study presents the first comparative analysis of paid developers and volunteers within a
single project at a fine level of granularity. Understanding differences between paid and volunteer
contributors can help OSS communities to design better governing policies, and interaction and
collaboration interfaces to support the sustainability of OSS projects. For example, OSS communities
could conduct real-time measurements of the scale and types of commits contributed by peripheral
paid developers. When identifying paid developers who are mainly submitting large features, OSS
communities could emphasize the need for long-term maintenance and the value of making other
types of contributions. For volunteers, a lack of sustained time and stable income is perhaps the
most pressing barrier that keeps them from becoming long-term contributors. Therefore, OSS
communities (and/or hosting platforms) could provide an interface for volunteers who are looking
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for companies to support them financially (or employ them) to make contributions to projects and
promote the interface to companies.

5.2 Volunteers’ Perspectives on Paid Developers
The combined quantitative and qualitative results suggest that many volunteers might have some
‘prejudice’ against paid developers, such as “[they] do boring work since [they’re] being paid,” “[they]
rarely care [for] documentation,” and “[they] lack personal attachment.” An unfamiliarity among
developers in OSS projects may cause frustration and possibly conflict between paid developers
and volunteers, jeopardizing a project’s sustainability. Moreover, we also found obvious negative
emotions, such as ‘disgust,’ ‘anger,’ and ‘fear,’ when community members see volunteers become paid
developers. However, we estimated a panel fixed-effects model on 24 developers who transitioned
from volunteer to paid status, most of whomwere core contributors.We compared their contribution
frequency, change size, task preference, and collaboration likelihood before and after the transition.
The results show no statistically significant differences across these measures, suggesting that
becoming paid does not systematically alter developers’ contribution characteristics.9 To mitigate
possible volunteers’ misunderstandings against paid developers, OSS communities could provide
dashboards to visualize companies’ contributions in real time transparently. The dimensions
studied in this article (contribution frequency, change size, task type, collaboration, and likelihood
of becoming a LTC) provide a set of indicators that could be measured.

5.3 Harmonizing Company Participation in Open Source Communities
As suggested in prior work [41, 104] as well as the survey presented in this article, there is a
perception that companies tend to develop big features in-house that are subsequently contributed to
OSS projects. Our quantitative analysis confirms this; peripheral paid developers tend to focus more
on implementing features than do volunteers. However, such contributions require considerable
effort in terms of peer review, adding workload to maintainers of OSS projects who may already face
a considerable workload. Features may directly affect the roadmap of an OSS project. Core volunteer
developers may perceive these contributions as a sign of detachment and lack of ‘care’ for the
project, which could be one reason that corporate participation is disliked by some volunteers [109].
Rust, in particular, reportedly had several core developers who left because of the participation of
Amazon.com [52, 102]. Thus, companies should become more sensitive to the needs and norms of
OSS projects, as well as the volunteers in the project, to avoid being perceived as a commercial
‘parasite.’ The behavior of even a single paid developer may affect how companies are perceived by
volunteers and the wider OSS community. Specifically, the results of RQ2 indicate that although paid
developers seem to collaborate more frequently with volunteers at a global level, their micro-level
collaboration intensity is weaker than expected. This pattern suggests a latent divide between
paid and volunteer contributors. Companies should encourage their employees to actively engage
with volunteers beyond organizational boundaries in an OSS ecosystem. The dashboard mentioned
above can be used as a mirror to inform their OSS strategies and adjust their contributions.
The proportion of paid developers in the core group is ca. 20%, higher than in the peripheral

group, which means companies can be recognized in the Rust project and play a significant role in
its development. Assessing whether a company’s commercial interests align with an OSS project’s
roadmap should be the first step before joining. We suggest that hiring volunteers who are already
contributing to a project to implement a company’s objectives might be a more appropriate and
convenient solution because theymay be better able to balance the community’s long-term concerns
and the company’s business objectives. Nevertheless, companies should pay attention to public

9Detailed results can be found in our online appendix [108]
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opinion toward the volunteer-to-paid transitions. The results of RQ5 show that approximately 13%
of comments on this phenomenon are negative. Since developers who became paid contributors
were among the most active and visible members, transitions of such key figures should be handled
carefully to maintain trust and prevent community tension. We suggest companies solicit OSS
communities’ concerns about their joining and try to address them as much as possible. Moreover,
the different emotion distributions of Reddit/Hacker News/X indicate that community reactions
vary across platforms. Companies and OSSmaintainers should tailor their communication strategies
to the norms and expectations of each social space.

5.4 Implication for Research
It is clear that differences exist across different groups of contributors to an OSS project. This study
sought to go beyond previous characterizations of paid vs. volunteer developers, offering a more
fine-grained analysis. Our results suggest not all paid developers are the same; for example, some
are tasked to implement certain required features, and others make contributions as they see fit.
The latter group may be similar to volunteers but make more frequent contributions, i.e., core paid
developers. This study suggests that the dichotomous characterization of contributors as either paid
or volunteer is too simplistic and does not fully match reality, and that further subcategories could
be identified. Given the important role of OSS in today’s IT landscape, it is imperative to verify
these hypotheses across more types of OSS projects, such as single vendor open source projects
[78] and from other perspectives. One likely perspective appears to be whether developers are
ambitious to pursue a career with the community vs. a career with their company [85]. Increased
awareness of subgroups can support OSS projects in building harmonious relationships between
different groups of developers.

6 Threats to Validity
The design and execution of the current study are the result of a number of trade-offs [81], which
we discuss in this section. These trade-offs should be considered while interpreting the results, and
can also be considered in designing future studies.
External validity. This study focused specifically on the Rust programming language project;

the scope of the findings is therefore limited to this particular context. We decided to study Rust
to allow for an in-depth comparison between paid and volunteer developers who share the same
project context, including corporate involvement and programming language. Future work could
extend this analysis to additional projects within the Rust ecosystem (e.g., ecosystem tools or
popular crates) and across other large-scale OSS systems (e.g., the Linux kernel) to evaluate the
generalizability of the observed patterns and uncover potential variations in corporate participation
and community dynamics.

Another potential threat is the representativeness of our developer sample. Respondents might
be unfamiliar with other paid developers. In the survey, we included a neutral option that provides
respondents with the opportunity to express a lack of opinion or indifference. This could explain
why ‘Neutral’ was the most common answer to H3 and H4. The results from the survey might be
biased toward what developers think they know about paid developers. Moreover, we found some
inconsistencies between quantitative and qualitative responses from developers who remain neutral
in terms of our hypotheses. This may reflect nuanced or context-specific views. We prioritized
quantitative responses for consistency but acknowledge this as a limitation. Future work could
investigate such discrepancies through follow-up interviews or more focused qualitative studies.
The resignation of the entire moderation team and some core developers leaving Rust attracted
considerable attention, and some companies’ dominating involvement has been one of the most
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discussed causes [52, 92, 102]. Therefore, the issue of paid developers may loom larger in the Rust
community than in other OSS projects.

The survey received a total of 53 responses (response rate 23.2%); this number and response rate
are similar to other studies of OSS developers [75, 90, 111]. The survey results complement the
quantitative results answering RQ1, RQ2, and RQ3. However, the survey goal was not to generalize
across the Rust project, and so the findings should not be interpreted as such.

Construct validity. We measured developer contribution through commits, as this represents the
key activity in software development. We acknowledge, as did prior studies [105, 109, 116], that
different data sources can be used, including issue reports, code reviews, and online discussions.
We decided to use commit data only because the cleaning of data and accurately attributing it to the
right group (paid, volunteers) is very time-consuming, as it includes a manual check and verification;
we obtained an accuracy of 94.3%. Triangulating across other data sources than commit data remains
an open challenge for future work. Besides, since the initial experiments were conducted in 2022,
we used data up to the end of 2021 to align with the survey period (RQ4). We later extended the
dataset to June 30, 2025 and validated H1–H5, finding consistent results except for H1 (contribution
frequency) in the core group, likely because of Rust’s increasing maturity, which may have naturally
slowed developers’ contribution pace.
A second potential threat lies in distinguishing paid and volunteer developers, which remains

an open research challenge. A developer with a public email address could also be paid. On the
other hand, using the same heuristic of checking email address domains, a developer who is paid
by a company but makes contributions to Rust on their own, may be classified as a paid developer.
However, based on the 53 responses, no developers whom we identified as volunteers, indicated
they were paid, and only one paid developer indicated their employer is another company. Thus,
we deem this threat would have a limited impact, if at all, on the results.

Another decision was our definition of long-term contributors, which required developers to
have contributed at least three years to Rust. This definition was based on prior studies [112, 114].
While this definition required the exclusion of over 1,500 developers (out of 4,117), we argue that
the results remain sufficiently representative. Further, there are other factors, such as social capital
[75] and the specific features of companies that employ paid developers, which could also affect the
likelihood of becoming long-term contributors. In this study, we only considered developers’ ability
and willingness as control variables, leaving other factors to be studied through future studies.

There are various ways in which developers collaborate in OSS projects. In this study, we adopted
co-editing the same file as the primary measure of collaboration, as [62] found that this activity
aligns well with developers’ own perceptions of collaborative work. To validate the findings of RQ2,
we further conducted comparison experiments using a dialogue-based collaboration metric derived
from pull request (PR) interactions, where two developers are considered to have collaborated if
they both commented on the same PR. The results based on PR comments were consistent with
the findings of RQ2, supporting the robustness of our approach. Detailed results and analyses are
provided in our online appendix [108].
Besides the five dimensions we have explored, paid developers can also be different from vol-

unteers in other aspects. For instance, are contributions from paid developers more likely to be
accepted or rejected in Rust? Future studies could conduct more thorough comparisons between
paid developers and volunteers to benefit from a better understanding of the governance framework
of OSS contributors.
By addressing RQ5, we aim to convey how the Rust community reacted when volunteers were

hired by companies. Although we treat people who make any kind of contributions to Rust as a
Rust community member, users giving comments on different platforms may come from other
social networks, such as friends, relatives, or colleagues, who may hardly know Rust. Further, given
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that each platform fosters distinct social norms and audiences, it is plausible that developers adopt
different emotional tones depending on the context. Due to the diversity of accounts and behaviors
in different platforms, it is extremely difficult to distinguish Rust community members from others
or match cross-platform identities. We analyzed the emotion distributions per platform to draw
more precise conclusions. Future work can delve into the roles of these commenters toward Rust
and explore whether the same developers react differently on different platforms. Besides, the role
transition of core developers tends to bring discussions. It indicates that the comments collected
and analyzed to address RQ5 may be biased toward core developers and do not represent the views
of general volunteers being hired.

7 Conclusion
This article presents an empirical comparison between paid developers and volunteers in the
Rust community. We find that paid developers’ characteristics differ from volunteers in several
dimensions. Peripheral paid developers tend to contribute more frequently than volunteers and also
have a stronger focus on features. Nomatter how senior paid developers are, they tend to collaborate
more with volunteers but less than expected. Being paid is a positive factor in becoming a long-term
contributor. Some volunteers hold a skeptical attitude toward paid developers’ contributions in
Rust, which can also be reflected by negative emotions when discussing the volunteer-to-paid
transitions. Overall, paid and volunteer developers each have their characteristics, and core paid
developers may work beyond their duties.
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